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	1.  Scope


              This section has following four sections:

1.1  Identification

                       Identification number           : CA01

                       Title                                      : Code Analyzer  

 

       Version number

    :  1.0

                       Revision number                  :  2.0

1.2  System overview   

The software ‘HEURISTICS’ is a PC based tool which analyzes the source code in C and C++ to give valuable metrics used by the project management team.
1.3  Document overview

          This document provides broad guidelines and the relevant details 

  for the proper use of Code Analyzer.

	2.  Referenced Documents


      1.NS/CA/SRS/01, 8th August 2001

      2.NS/CA/SDD/01, 8th August 2001

      3.NS/Norman E Fenton/Software Metrics, 1997

      4.NS/Berard/An Object-oriented Product Development, 1992
      5.MIL-STD-498,1998

	3.  Software summary


3.1 Software application

                         Code Analyzer provides solutions that address the spectrum of software

           development and quality assurance issues. It will automate the following activities

· Static Analysis

· Dynamic Analysis

3.2 Software inventory

Not applicable

 3.3 Software environment

                   3.3.1    Development environment

 a) Hardware requirements

      Pentium II (350 MHz) PC with minimum 64 MB RAM

 b) Software requirements

      MS Access, Visual Studio

            c) Operating environment

     Windows 95/98/2000/NT.  

                   3.3.2    User environment

     Windows 95/98/2000/NT. MS Access should be installed in the 

     user’s system.

  3.4 Software organization and overview of operation 

The software is organized broadly into two sections which further has been

split into two modules.

 3.4.1  C Code Analyzer

a) C Static Analyzer

b) C Dynamic Analyzer

 3.4.2  C++ Code Analyzer

a) C++ Static Analyzer

b) C++ Dynamic Analyzer

3.5 Contingencies and alternate states and modes of operation
 Not applicable

3.6 Security and privacy
 Not Applicable

3.7 Assistance and problem reporting
For any problem encountered while using the software, please contact

Newtech Software, #572, 6th F Cross, 17th A Main, 6th Block, Koramangala,

Bangalore-560095.

	4. Access to software


      4.1.  First time user of the software

 4.1.1.  Equipment familiarization

        This software is dialog based as well as menu driven. The user can easily select the required option from the dialog/menu by either using the mouse or the ARROW keys from the keyboard. In the menu, to transfer control to the selected editable or control field ENTER key can be used or the option can be clicked at. To move from the current page to the previous page EXIT has to be clicked from the FILE menu.

             4.1.2.  Access control

   Not applicable.

             4.1.3.  Installation and setup

  To install the software, follow the instructions given in readme.txt

             file.

4.2.   Initiating the software

            From the Programs list select HEURISTICS  (name of the software). Thereafter C or C++ Analyzer can be chosen from the list for the respective option to be executed. 

4.3.    Suspending the application

             From the main window EXIT option has to be clicked to finally  

Close the application.

	5. Reference guide for procedure


5.1.  Capabilities

          This software is capable of analyzing any code written in C or C++.           Testing large and complex software is inherently a difficult process, which              should be as systematic as possible in order to provide adequate reliability             and quality assurance. Code Analyzer guides programmers in creating C            programs that are understandable, maintainable and error free. It looks out for           such problems as poor coding and mistakes that the native compiler considers           trivial or overlooks entirely. It provides solutions that address the spectrum of software development and quality assurance issues, organizations are facing today.

           Automation of testing activities include:



--- Static Analysis



--- Dynamic Analysis

5.2.      Conventions

Not Applicable 

5.3.   Processing procedure 

5.3.1.   Code Analyzer for C

After choosing the option as C Analyzer from the HEURISTICS menu

the windows appear side by side as 
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The menu bar has the following menu items whose purpose has        

been explained below: 

          A).  File Menu:    provides the following options

  a).    New -   Opens a text editor where the user can key in the code. The    

                            menu items provided here are:

                                   i.   File –       Further provides options for New, Open, Save, Close

                          Print and Exit for the respective windows.

         ii.  Edit –      Allows the code to be edited upon with options for 

                          Undo, Cut, Copy and Paste.

                                   iii. View –     Has options for the Toolbar and Status bar to be   

                                                        displayed.

                                   iv. Window –Allows the windows that are opened to be

                                                        Cascaded or Tiled. It also allows a new window to be  

                                                        opened.

                                   v. Help –       Provides a brief detail about all the menus in the

                                                         software.   

         b).  Open – Opens an existing file. The respective directory has to be    

                chosen for the file to be opened. 

         c).   Print Setup - Selects a printer and printer connection to print the 

                document.

         d).   Exit - Exits the Application.

        B).   View Menu :  Has options for the Toolbar and Status bar to be displayed.


C).   Analyzer  Menu: The user can select between Static Analyzer and       

                Dynamic   Analyzer from this menu item.

  D).   Help Menu : Gives a brief about all the menus in the software

              The user can choose between Static Analyzer and Dynamic Analyzer from

               The dialog box too.

5.3.1.1.  C Static Analyzer: 

· Static analysis is a verification process based on source code examination. The static analyzer provides qualitative and quantitative assessment of the code before execution as explained below.

· On clicking Static Analyzer the windows appear as shown below
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                 The user can perform the following by clicking at the respective buttons.

                 The explanation and the related procedure is as given in the menu details 

                 which follow.

A. Select File – to select a file for analysis.

B. Create New File – to key in a new code for analysis.

C. Analyze – to analyze the selected file.

D. Define Quality Model - to create a new quality model.

E. Select Quality Model – to select an already defined quality model.

F. Click for graphs – to show a list of graphs giving the analyzed   results.

G. Click for textual reports - to give the results in textual format.

H. Click for graphical reports – to show the results in graphical display.

I. Generate html Reports- to generate html reports

J. Display html reports – to display the current results in html format 

K. Save html reports – to save html reports for future use

      files. 

L. Close All Reports- to close all the opened reports.

M. Done – to finally close the window. 
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A code written in C can be statically analyzed by following the

sequence from the menu bar as given below :

5.3.1.1.1 File Menu : provides  options  to  

5.3.1.1.1.1 Open :  Click  Open  from  the  File  menu, to  open  an  existing  file.

1. Going  through  the  required  directories  select  the  file. 

2. The  path  of  the  file  will  be  displayed  on  the  screen.

5.3.1.1.1.2 Close:  Click Close  if  the  window  needs  to  be  closed. 

5.3.1.1.1.3 Analyze : To  analyze  the  opened  file,  click  Analyze. On completion of the Analysis, a message box indicating the same will be displayed as shown below 
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5.3.1.1.1.4. Define Quality Model : 

· In a quality model, the key attributes of quality called quality factors are identified from the user’s perspective. Each of the models assumes that the quality factors are still at too high a level to be meaningful or to be measured directly. Hence, they are further decomposed into lower-level attributes called quality criteria. A further level of decomposition is required, in which the quality criteria are associated with a set of low-level, directly measurable attributes called quality  metrics.

· Clicking  at  it, window  will  be  displayed  as
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          -- The user can do one of the following:

a) Create a new model.

b) Select/Modify an existing model to see its definition.

c) Delete an existing model.

                             The procedure is given below for these options.

a) To create a new model:

· Type in the new model name in the combo box to be included  in the list. 

· Click on Create Model button.

· A Criterion can be defined for the model by clicking at the Add button.

        The dialog box appeared is as below
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·  Enter the criteria name and the number of categories it is constituted of.

· Now to enter the formula:

· Any number in the formula has to be entered in the 

                        Area specified for it.

· Click on Add button. It will subsequently be displayed in the formula space.

· The metrics in the formula can be chosen from the combo box for metrics.

· Clicking the Add button should follow each choice.

· Incase the formula needs to be re-entered, click on Clear button to clear the space and repeat the procedure.

· Enter the category name in the respective area and correspondingly enter the minimum and maximum value it represents along with the weight coefficient associated with each category. (The wt. coeff.  Values the importance of each category defining the final Quality report)

· After all the data entries are done click on OK button.

· The sum of all coefficients of formula should be equal to 100.In case if this is violated, a message box will appear as shown.
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·  The criteria thus added will be listed in the criteria space and this procedure can be repeated for adding more criteria to the model.

Quality Model criteria (predefined)
Quality is

Specified in terms of factors.

Designed in terms of criteria.

Built with the help of programming rules.

Assessed by means of metrics.
      Software Metrics

A software metric is a measure of some aspect of a program, design, or algorithm. It can be systematically calculated.  It can be used to make inferences about that program, design, or algorithm. We can infer the complexity of other programs from the calculated values of one program. 

     Software Complexity

Static Analysis of the code is performed   through automatic code inspection. For C, Complexity of the source code is given through

  

Architectural Complexity

  

Structural Complexity

  

Textual Complexity





 

   
 

 Architectural Complexity 

It gives the complexity related to the call graph of the software.

Metrics associated with this are   

Accessibility of component: 

 Is the measure of the ease with which a component may be accessed.

Testability of a path:

 Is the indication of the ease with which a path may be tested.

No. Of call paths: 
Are going from root to the final Component.

No. Of levels: 


Maximum lengths of call paths.

No. Of edges:

Total number of calls paths.

Hierarchical Complexity: 

Mean number of components Per level.

Structural Complexity

Structural Complexity gives the complexity related to control structure of a given code. Metrics associated with this are 

Cyclomatic Complexity:

Is the maximum number of linearly independent circuits in a strongly connected graph. It is also a measure of the number of basic paths in a component. 

Degree of nesting: 

Is the total number of nesting of the control structure.

No. Of in-out points: 

Is the number of entry and exit points in a given code.

Textual Complexity

It gives the complexity related to the text of   the code. Metrics associated with this are

Program length:

 Is the total usage of all operands and operators in the program.

Program volume:

 Is the number of bits needed to code the program.

Programming effort: 

Is the number of ‘elementary mental discriminations required to code the program.
Coding time:

Is the time to code a preconceived algorithm in the language used.

Each category of the criterion is represented by a column represents each category of the Criterion, which is proportional to the number of components that belong to the criterion. Ranks an object with respect to set of quality criteria defined in the model.

It presents

· criterion/metric associations.

· the metrics position with respect to the limit values.

· the category of the object is given for each criterion

· It indicates the percentage of components belonging to each category defined.

Ø


The corresponding report gives the percentage of categories in which the 

components are distributed with respect to the selected criterion. It is shown as

b) To select a model:

· Click at the combo box to list all the models created.

· Select a model and click at the criteria text area. All the criteria defined for the model will be displayed.

· A criterion can be modified if needed. Select the   criterion to be modified from the list and click the Modify button. 

Criterion - READABILITY

Metric 




Weight percentage 


Cyclomatic complexity 


25

Program length 



25

No of max. Levels 


25

Average size of statements 

25

Diagnosis 


Lower 


Upper 

ACCEPTED 


75 



100

COMMENT 


50 



74

INSPECT 


0 



49

Criterion - SELF_DESCRIPTIVENESS

Metric 




Weight percentage 

Comment frequency 




100

Diagnosis 


Lower 


Upper 

ACCEPTED 


100 



100

COMMENT 


0 



 99

Criterion - SIMPLICITY

Metric 




Weight percentage 

Cyclomatic complexity 




40

No of instructions 




40

Average size of statements 



20

Diagnosis 


Lower 


Upper 

ACCEPTED 


100 



100

COMMENT 


80 



99

INSPECT 


40 



79

TEST 



20 



39

SUBDIVIDE 


0 



19

Criterion - TESTABILITY

Metric 





Weight percentage 

Cyclomatic complexity 





40

No of max. Levels 





40

I/O nodes 







20

Diagnosis 



Lower 


Upper 

ACCEPTED 



100 



100

RESTRUCTURE 


80 



99

SUBDIVIDE 



20 



79

REWRITE 



0 



19

Criterion - OSDEPENDENCY

Metric 





Weight percentage 

No of spawn 






100

Diagnosis 



Lower 


Upper 

ACCEPTED 



100 



100

REVIEW 



0 



99

· The dialog box appears as
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The required modifications can be done at the appropriate edit boxes.

· Any criterion can be added in the model as done while creating a new model.

· Similarly any criterion can be deleted too, by clicking the Delete button in the model definition window.

c) To delete a model:

· Select the model name to be deleted from the list.

· Click the Delete Model button.
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A message box will appear asking for confirmation.

 On clicking  Yes the model name will be removed from  the list along with its criteria.

5.3.1.1.1.5. Select Quality Model: Clicking at it, the dialog box appears as
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· Click at the combo box to list all the models.

· Select one of them and click OK. The Quality Model related graphs and reports would be enabled in the respective menus.     

5.3.2.1.1.4 Generate html report: After Analysis in order to obtain reports for documentation html report is being provided. 

· Select various results revealed and select required results and click generate reports.

· Html report will be generated and stored in c:\heuristic report directory

5.3.2.1.1.5 Display html reports: Click the button and html report generated will be displayed on screen in html formay

5.3.2.1.1.6 Save html report: Click save html report button and immediately save as dialog will appear select destination drive and file name to store html report as user wishes      
5.3.1.1.1.9 Print - In case a document has to be printed, select it and click at Print.

5.3.1.1.1.10 Print Preview – It displays the document on the screen as it would 

                appear printed.

5.3.1.1.1.11. Print Setup – Click at Print Setup to select a printer and printer connection.

5.3.1.1.1.12 Exit – To finally end the application click Exit.

5.3.1.1.2. View Menu : The toolbar and the status bar can be enabled/disabled by checking/ unchecking the  respective options in the View menu.  

5.3.1.1.3.   Graph Menu : provides options  for the display of  following graphs-

 5.3.1.1.3.1.  Call Graph : 
· The Call graph shows the way the components are called within a program.

· An example is considered here. It appears as shown below            
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 5.3.1.1.3.2. Control Graph : 
· The Control graph shows the flow of control to different sections of   the code. The pseudo code also appears along with it.

· Clicking this option will display a dialog box as below
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· Select the function name from the combo box for which control graph has to be displayed. Click OK. Considering an example here, the graph will be appear as
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· It has to be taken care that each time the control graph is clicked, the previous window has to be closed.
  5.3.1.1.3.3.  Kiviat Graph :

· This is a graphical representation of the behaviour of a component according to various parameters.

· Each axis represents a metric.

· The reference circles correspond to the values defined as norms.

· The polygon shows the values of the component.

When a component meets the requirements of the norms, its polygon is located inside the reference circles as shown in the graph.

· Clicking at the option, the dialog box appears as
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· Select the function name whose Kiviat graph has to be displayed

      and Click at Store As Default button. All the values will be displayed

      as
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· The required metrics can be checked/unchecked in the check boxes. The values too can be set in the respective boxes so that the graph appears accordingly. Now click OK. The graph is displayed as
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5.3.1.1.3.4.  Criteria Graph:

· This is a graphical representation of the behaviour of a component in function of the quality criteria. A quality criterion is represented by a set of metrics.

· Clicking at this option, a dialog box appears to select the function whose criteria graph has to be displayed. After selecting the function, click OK. Considering an example here, the graph thus displayed is

as below 
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5.3.1.1.3.5.  Criteria Distribution Chart :
· This chart represents the distribution of all components analyzed with respect to each criterion defined.

· Clicking this option will display  a dialog box as shown below.
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            Select the criteria from the combo box.

· Click OK and the resulting chart appears as shown below 
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.

· If the graph appears in the following page too, click on Next Page to view the same. One can get back to the previous page by clicking at the Previous Page .

· Click at Close to close the  graphical view.

5.3.1.1.3.6.   Quality Graph:
· Clicking this option will display a graph as shown below
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· This is a pie chart showing the percentage of categories in which the components appear.

·  If the graph appears in the following page too, click on Next Page to view the same. One can get back to the previous page by clicking at the

Previous Page .

· Click at Close to close the  graphical view.

 5.3.1.1.4. Report Menu : provides options for the display of textual and graphical  

                  reports. 

5.3.1.1.4.1. Textual :  exhibits the reports in textual format.

5.3.1.1.4.1.1. Call Structure Metrics : has all the reports related to call structure of the analyzed code  which are as given below :    

5.3.1.1.4.1.1.1.   Call Graph Metrics : Clicking on it will display a table containing 

                                    the metrics name and its respective value as given below .
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5.3.1.1.4.1.1.2.   Call Matrix: Clicking on it will display the number of times each 

               function in the analyzed code calls the other function. It appears as 
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5.3.1.1.4.1.1.3 Testability Table : Clicking on it will display a table of the path

                      number, path and the testability of all the components as shown below.
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5.3.1.1.4.1.1.4.  Accessibility Table : exhibits a table containing the component and 
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             its accessibility  as shown below.

5.3.1.1.4.1.2.  Control Structure Metrics :  has all the reports related to control

             structure of the analyzed code  which are as given below :

5.3.1.1.4.1.2.1. Cyclomatic Table : displays a table of components and its respective      
      cyclomatic number as shown below.
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5.3.1.1.4.1.2.2. Maximum Nesting Table : displays a table of components and its
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     respective maximum nesting as shown below .

5.3.1.1.4.1.3   Textual Metrics : exhibits a table with all the textual metrics like 

    number of statements, comment frequency, program volume etc. for all the 

    components  as shown below.
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Using the horizontal scroll bar, the user can view the complete table.

5.3.1.1.4.1.4 General : provides general information of the code.

5.3.1.1.4.1.4.1 Function Information : provides total information about the 

   functions in the code. It displays a table of the name of the function, the level, 

   the called function and the number of times called as shown below.
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5.3.1.1.4.1.4.2 Variable Information : provides total information of all the variables used in the program. It displays a table which has the name of  variable, the function it is used in, the return type of the function, the type of the variable, is initialized or not, the number of references and whether it is a pointer or not. The table is as shown below
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  Using the horizontal scroll bar,  the user can view the complete table.

5.3.1.1.4.1.5. Quality Report : gives the textual report of the quality graph.

           Considering an example here, the report appears as shown below.
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5.3.1.1.4.1.6.   Criteria Distribution Report : 
· Clicking on it will display a dialog box where the criteria name should be selected.

· After selecting click at it and the resulting report appears as shown below

[image: image55.png]Resut Name.

=





5.3.1.1.4.2.Graphical :  exhibits the reports in graphical form.

   5.3.1.1.4.2.1. Accessibility : shows the graph of value of accessibility of each   

                    component in the analyzed code. An example is shown below.
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· If the graph appears in the following page too, click on Next Page to view the same. One can get back to the previous page by clicking at the

Previous Page .

· Click at Close to close the  graphical view.

  5.3.1.1.4.2.2. Cyclomatic number  : shows the graph of value of maximum nesting of each   component  and the entire code. Considering an example, the graph is as  

shown  below
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· If the graph appears in the following page too, click on Next Page to view the same. One can get back to the previous page by clicking at the

Previous Page .

· Click at Close to close the  graphical view.

  5.3.1.1.4.2.3. Maximum Nesting : shows the graph of value of maximum nesting of 

                  each component. Considering an example, the graph appears as
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· If the graph appears in the following page too, click on Next Page to view the same. One can get back to the previous page by clicking at the

Previous Page .

· Click at Close to close the  graphical view.

  5.3.1.1.4.2.4. Comment Frequency :    shows the graph of the value of comment frequency of  each component. Considering an example , the graph appears as
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· If the graph appears in the following page too, click on Next Page to view the same. One can get back to the previous page by clicking at the

Previous Page .

· Click at Close to close the  graphical view.

    5.3.1.1.4.3.Document Report:

         HTML Format: On clicking this, for all the textual reports, the 

         documentation will be available in HTML format .The options appear as
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The required options can be checked/unchecked for the respective reports to be generated .The report will be available in the current working directory.

     5.3.1.1.5.  Analyzer Menu : Click at this to close the static analyzer.

5.3.1.1.6. Window Menu : Clicking on it will allow the following options for the 

      arrangement of  Windows .

· New Window – will open a window, similar to one previously opened.
· Cascade -  will cascade all the opened windows.
· Tile – will arrange all the opened windows in a tiled format.
· It also gives a list of all opened windows.
     5.3.1.1.7.   Help :  It provides a brief detail about the menu. 

   5.3.1.2.  C Dynamic Analyzer

           On  clicking Dynamic Analyzer, the windows appear as shown below:
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                     The user can perform the following by clicking at the respective buttons.

                     The explanation and the related procedure is as given in the menu details 

                     which follow.

                       A.Browse – to select a file for analysis.

                 B.Create New File – to key in a new code for analysis.

                       C.Instrument– to instrument the selected file.

   D.Open- to open the instrumented file.

   E.Build- to compile the instrumented file.

   F.Run - to execute the instrumented file.

  G.Click for graphs – to show a list of graphs giving the dynamically 

     analyzed results.

 H.Click for reports - to give the results in a report format.

 I.Open Previous results – to open the previously analyzed files.

 J.Save current results – to save the current results for future reference.

 K.Delete results - to delete any result from the previously analyzed files. 

L.Done – to finally close the window. 
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A  code  written  in  C  can  be  dynamically  analyzed  by  following  the

             sequence  from  the  menu bar  as  given  below :

5.3.1.2.1.  File Menu : provides  options  to  

5.3.1.2.1.1 Open : 

· Click  Open  from  the  File  menu to  open  an  existing  file.

· Going  through  the  required  directories,  select  the  file. The  path  

                 of  the  file  will  be  displayed  on  the  screen.

5.3.1.2.1.2 Instrument :
· Click Instrument to instrument the selected file. The dialog 

            box  that appears is as below
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· Check  the options for event trace and memory for the respective     

                                analysis to be done. Event tracer gets the source code and put some 

                                monitors in the actual source code and executes it.  Using the 

                                monitors it finds out the execution path of the given  source code.

                                Memory analyzer gets the source code and gives the utilization of 

                                stack and heap.  Static memory utilizes the stacks and dynamic 

                                memory utilizes the heap.

· Click at Instrument button. After instrumentation of the file, a 

   message box appears as
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· Click on OK and then click on Close in the main dialog box.

5.3.1.2.1.3 Close : Click  Close  if  the  window  needs  to  be  closed.

                5.3.1.2.1.4Open Previous Results: The  results of already instrumented and  

                                  executed code can be saved and later retrieved. On clicking  at  this   

                                  option dialog box appears as
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· Select the result name from the list in the combo box.

· Click OK. The path of the file will be displayed in the window 

and the user can view the  results of the (dynamically)analyzed file as usual.

5.3.1.2.1.5  Save current results: After the instrumentation and execution of the file, results can be saved for future reference. Clicking this option will   

display a  dialog box as
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 Type the name of the result in the combo box and click OK. This result 

  will be available while opening the previous results. Please note that it is 

 applicable  only if the file is executed after instrumentation.

                     5.3.1.2.1.6 Delete Results : 
i. Select the result to be deleted from the combo box of Open Previous Results. Click OK.

ii. Click at Delete Results from the File menu. The result will no longer be available in the list.  

                    5.3.1.2.1.7  Print - In case a document has to be printed , select it and click at   

                  Print.

                    5.3.1.2.1.8 Print Preview – It displays the document on the screen as it   

                                  would appear printed.

                   5.3.1.2.1.9 Print Setup – Click at Print Setup to select a printer and printer   

                   connection.

                   5.3.1.2.1.10 Exit – To finally end the application click Exit.

5.3.1.2.2. Instrumented File Menu : provides the following to be done on the  

       instrumented code.

5.3.1.2.2.1 Open: Click on Open to view the instrumented file. This code is

              the copy of the initial source code with the monitors which help to find out 

              the dynamic behaviour of the source code. It appears as                     
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      5.3.1.2.2.2  Build : Click on it so that the file is built. The window appears as
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               5.3.1.2.2.3 Run : Click on it to execute the file. The window appears as 
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                         where the required inputs have to be entered. Now the results are ready 

                         to be viewed.

          5.3.1.2.3.  Graph Menu : provides options for the display of  following graphs-

5.3.1.2.3.1 Event Trace Diagram : shows the execution path of the source 

       code. The diagram appears as
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5.3.1.2.3.2 Event Replay diagram : shows the execution trace with actual time taken  for the execution of the source code. The window appears as
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· Click on Show to display the time taken to execute each segment of the instrumented code.

· Click on Close  if the display needs to be closed.  

5.3.1.2.3.3 Stack Variation Chart : shows the utilization of static memory allocation. Clicking at it, the chart appears as
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· If the graph appears in the following page too, click on Next Page to view the same. One can get back to the previous page by clicking at the

Previous Page .

· Click at Close to close the  graphical view.

5.3.1.2.3.4 Heap Variation Chart:  shows the utilization of dynamic memory

 allocation.  The graph displayed is as shown below  

[image: image69.png]Code Analyzer for C

No




                     

· If the graph appears in the following page too, click on Next Page to view the same. One can get back to the previous page by clicking at the

Previous Page .

· Click at Close to close the  graphical view.

5.3.1.2.4 Report Menu :  provides options for the display of the following 

                      reports.

   5.3.1.2.4.1 Event Table : gives a textual report of the event trace diagram. It

                             displays a table containing the function names, their 

                              status (calling/returning) and the time taken for it to do so.     

                               The table appears as
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     5.3.1.2.4.2 Stack Memory Table : gives a report of the stack variation chart. It  

                      displays a table with each status of the instrumented code and its stack  

                      level.The table appears as

[image: image71.png]Model [x]

Cance




      

      5.3.1.2.4.3 Heap Memory Table :  gives a textual report of the  Heap variation

                chart. It displays a table with each status of  the instrumented code and its

                heap level. The table appears as
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5.3.1.2.4.4. Document Report : 

        HTML Format :  On clicking this, for all the textual reports, the 

         documentation will be available in HTML format .The options appear as
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The required options can be checked/unchecked for the respective reports to be generated .The report will be available in the current working directory.

     5.3.1.2.5.    Analyzer Menu : Click at it to close the dynamic Analyzer

5.3.1.2.6. View Menu : The toolbar and the statusbar can be enabled/disabled by 

            checking/ unchecking the  respective options in the View menu.  

5.3.1.2.7. Window Menu  : Clicking on it will allow the following options for the arrangement of 

             Windows .

· New Window – will open a window, similar to one previously opened.
· Cascade -  will cascade all the opened windows.
· Tile – will arrange all the opened windows in a tiled format.
· It also gives a list of all opened windows.
5.3.1.2.8. Help :  It provides a brief detail about the menu.

       5.3.2 Code Analyzer for C++

                 After choosing  the  option as  C++ Analyzer from HEURISTICS menu   the  

                 window appear side by side as 
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The  menu  bar  has  the  following  menu  items  whose  purpose  has  been  explained below  : 

A.File :  provides  the  following  options

a)New -  Opens  a  text  editor  where  the  user  can  key  in  the code. The  menu  items  provided  here  are:

                          i)  File – Further  provides  options  for  New, Open, Save, Close

               Print  and  Exit  for  the  respective  windows.

ii) Edit –Allows  the  code  to  be  edited  upon  with  options  for 

               Undo, Cut, Copy  and  Paste.

                          iii) View –Has  options  for  the  Toolbar  and  Status  bar  to 


             
          be  displayed.

                          iv) Window – Allows  the  windows  that  are  opened  to  be

                                              Cascaded  or  Tiled. It  also  allows  a  new  window  to  be  

                                              opened.

                          v) Help – Provides  a  brief  detail  about  all  the  menus  in  the

                                              software.   

b).Open – Opens an existing file. The respective directory has to be    

                   chosen for the file to be opened. 

c).Print Setup - Selects a printer and printer connection for a document to be 

                   printed

d). Exit - Exits <<Your Appln>>.

e). A list of opened windows is also displayed

          B.  View :  Has  options  for  the  Toolbar  and  Status  bar  to  be  displayed.


    C .Analyzer : The  user  can  select  between  Static  Analyzer  and  Dynamic 

               Analyzer  from  this  menu  item.

                    The user can choose between Static Analyzer and Dynamic Analyzer from

               the dialog box too.

   D. Help : Gives  a  brief  about  all  the  menus  in  the  software

      5.3.2.1.  C++ Static Analyzer :  On  clicking  Static  Analyzer  the  windows 

                    appear side by side as  
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                     The user can perform the following by clicking at the respective buttons.

                     The explanation and the related procedure is as given in the menu details 

                     which follow.

1.Browse – to select a file for analysis.

2.Create New File – to key in a new code for analysis.

3.Analyze – to analyze the selected file.

4.Click for graphs – to show a list of graphs giving the analyzed   results.

5.Click for textual reports - to give the results in textual format.

6.Click for graphical reports – to show the results in graphicaldisplay.

7.Open Previous results – to open the previously analyzed files.

8.Save current results – to save the current results for future reference.

9.Delete results - to delete any result from the previously analyzed files. 

10.Done – to finally close the window. 
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A  code  written  in  C++  can  be  statically  analyzed  by  following  the

sequence  from  the  menu bar  as  given  below :

5.3.2.1.1.File : provides  options  to  

5.3.2.1.1.1. Open :  Click  Open  from  the  File  menu, to  open  an  existing 

            file.Going  through  the  required  directories  select  the  file. The  path  

            of  the  file  will  be  displayed  on  the  screen.

5.3.2.1.1.2. Close : Click close if the window needs to be closed.

               5.3.2.1.1.3. Analyze :To  analyze  the  opened  file,  click  Analyze. On     

        completion  of  the  Analysis,  a  message  box  indicating  the  same  

        will  be  displayed  as  shown  below 
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 5.3.2.1.1.4 Generate html report: After Analysis in order to obtain reports for documentation html report is being provided. 

· Select various results revealed and select required results and click generate reports .

· Html report will be generated and stored in c:\heuristic report directory

5.3.2.1.1.7 Display html reports: Click the button and html report generated will be displayed on screen in html formay

5.3.2.1.1.8 Save html report: Click save html report button and immediately save as dialog will appear select destination drive and file name to store html report as user wishes      
5.3.2.1.1.7 Print - In case a document has to be printed , select it and click at   

                  Print.

5.3.2.1.1.8  Print Preview – It displays the document on the screen as it would 

                appear printed.

 5.3.2.1.1.9 Print Setup – Click at Print Setup to select a printer and printer   

                   connection.

  5.3.2.1.1.10 Exit – To finally end the application click Exit.

          5.3.2.1.2 View : The toolbar and the status bar can be enabled/disabled by 

                      checking/unchecking the  respective options in the View menu.  

5.3.2.1.3. Graph : provides options  for the display of  following graphs-

         5.3.2.1.3.1.Class Diagram : Click at Class Diagram to display a graph as below

                  showing  the relationship between the classes existing in that file.
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o CAT00: Tocal varTable b used withouthaving been'nitialized
inking. ..

Insteode.exe - 0 error(s), 3 warning(s)




              

         5.3.2.1.3.2 Control Graph : 

· Clicking this option will display a dialog box as below
[image: image76.png]


   

· Select the function name from the combo box for which control graph has to be displayed. Click OK. Considering an example here, the graph will be appear as
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        showing the flow of control to different sections of the code.The pseudo   

         code also appears along with it.

    5.3.2.1.3.3 Kiviat Graph : 

·   Clicking at this option, the dialog box appears as
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· The required metrics can be checked/unchecked in the check boxes. The values too can be set in the respective boxes so that the graph appears accordingly. Now click OK. The graph is displayed as
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         5.3.2.1.4 Report : provides options for the display of textual and graphical reports. 

         5.3.2.1.4.1 Textual :  exhibits the reports in textual format.

  5.3.2.1.4.1.1 Depth of Inheritance :  displays a table which shows the class name 

                             and its depth of inheritance as below                         
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5.3.2.1.4.1.2.Coupling between Objects : The table displays the class name and 

        the Coupling between the objects is as shown below  
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5.3.2.1.4.1.3. Cyclomatic number : The table displays the components in the file and its  cyclomatic number as shown below
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Using the  vertical scroll bar,  the user can view the complete table.

5.3.2.1.4.2.Graphical : exhibits the reports in graphical format.
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Depth of Inheritance : shows the depth of inheritance of each class as below 

· If the graph appears in the following page too, click on Next Page to view the same. One can get back to the previous page by clicking at the

Previous Page .

· Click at Close to close the  graphical view.

5.3.2.1.4.2.1.Coupling between Objects : shows the coupling between objects  in 

              the classes as  below

[image: image84.png]Code Analyzer for C - [Textual Metiics Table] [_[CIx]
 Ele View Graph Bepon Window Help TR

DS Eeg=all=rose[2N

Textual Metrics Table

lators | No_of Distinct_Operands | No Of Operands | Estimated Program Le
B 21 23
2 a B
1 2 0
1 2 0
2 B 10
0 0 0
12 a2 as

For Help, press F1 Y




       
· If the graph appears in the following page too, click on Next Page to view the same. One can get back to the previous page by clicking at the

Previous Page .

· Click at Close to close the  graphical view.

5.3.2.1.4.2.4. Cyclomatic Number: shows the component and its cyclomatic number as below
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· If the graph appears in the following page too, click on Next Page to view the same. One can get back to the previous page by clicking at the

Previous Page .

· Click at Close to close the  graphical view.

5.3.2.1.4.3. Document Report : 

        HTML Format :  On clicking this, for all the textual reports, the 

         documentation will be available in HTML format .The options appear as
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The required options can be checked/unchecked for the respective reports to be generated .The report will be available in the current working directory.

5.3.2.1.5.Analyzer : Click at this to close the static analyzer window

5.3.2.1.6. Window  : Clicking on it will allow the following options for the arrangement of  Windows .
· Cascade -  will cascade all the opened windows.
· Tile – will arrange all the opened windows in a tiled format.
· It also gives a list of all opened windows.
      5.3.2.1.7. Help :  It provides a brief detail about the menu
5.3.2.2  C++ Dynamic Analyzer

  On  clicking Dynamic Analyzer, the windows appear side by side as 
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  The user can perform the following by clicking at the respective buttons.

  The explanation and the related procedure is as given in the menu details 

   which follow.

                    1.  Browse – to select a file for analysis.

              2.  Create New File – to key in a new code for analysis.

                    3.   Instrument– to instrument the selected file.

4.  Open- to open the instrumented file.

5.   Build- to compile the instrumented file.

6.   Run - to execute the instrumented file.

                    7.   Click for graphs – to show a list of graphs giving the dynamically

                           analyzed  results.

                   8.    Click for reports - to give the results in a report format.
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A  code  written  in  C++  can  be  dynamically  analyzed  by  following  the

              sequence  from  the  menu bar  as  given  below :

5.3.2.2.1.  File menu : provides  options  to  

5.3.2.2.1.1 Open : 

· Click  Open  from  the  File  menu to  open  an  existing  file.

· Going  through  the  required  directories,  select  the  file. The  path  

                 of  the  file  will  be  displayed  on  the  screen.

5.3.2.2.1.2. Instrument :
· Click Instrument to instrument the selected file. The dialog 

            box  that appears is as below
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· Check  the options for event trace and memory for the respective analysis to be done.

· Click at Instrument button. After instrumentation of the file, a 

   message box appears as
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· Click on OK and then click on Close in the main dialog box.

5.3.2.2.1.3.Close : Click  Close  if  the  window  needs  to  be  closed.

5.3.2.2.1.4Generate html report: After Analysis in order to obtain reports for documentation html report is being provided. 

· Select various results revealed and select required results and click generate reports .

· Html report will be generated and stored in c:\heuristic report directory

5.3.2.2.1.5 Display html reports: Click the button and html report generated will be displayed on screen in html formay

5.3.2.2.1.6 Save html report: Click save html report button and immediately save as dialog will appear select destination drive and file name to store html report as user wishes      
                  Print.

5.3.2.2.1.8. Print Preview – It displays the document on the screen as it would 

                appear printed.

5.3.2.2.1.9.Print Setup – Click at Print Setup to select a printer and printer   

                   connection.

 5.3.2.2.1.10.Exit – To finally end the application click Exit.

5.3.2.2.2 Instrumented File:provides the following to be done on the instrumented code.
5.3.2.2.2.1 Open: Click on Open to view the instrumented file. This code is the copy 

        of the initial source code with the monitors which help to find out the

        dynamic behaviour of the source code. It appears as 
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5.3.2.2.2.2 Build : Click on it so that the file is built. The window appears as
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5.3.2.2.2.3 Run :Click on it to execute the file. The window appears as window

              appears as
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                          where the required inputs have to be entered. Now the results are

                          ready to be viewed.

5.3.2.2.3. Graph : provides options  for the display of  following graphs-

5.3.2.2.3.1 Event Trace Diagram : shows the execution path of the source code.

                         The diagram appears as
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5.3.2.2.3.2 Event Replay diagram : shows the execution trace with actual time taken    

       by the execution of the source code. The window appears as
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· Click on Show to display the time taken to execute each segment of the instrumented code.

· Click on Close  if the display needs to be closed.  

5.3.2.2.3.3Stack Variation Chart :shows the utilization of static memory allocation.

             Clicking at it, the chart appears as
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· If the graph appears in the following page too, click on Next Page to view the same. One can get back to the previous page by clicking at the

Previous Page .

· Click at Close to close the  graphical view.

5.3.2.2.3.4 Heap Variation Chart:  shows the utilization of dynamic memory allocation.   

           The graph displayed is as shown below  
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· If the graph appears in the following page too, click on Next Page to view the same. One can get back to the previous page by clicking at the

Previous Page .

· Click at Close to close the  graphical view.

5.3.2.2.4 Report :  provides options for the display of the following reports.

5.3.2.2.4.1 Event Table : gives a textual report of the event trace diagram. It

                             displays a table containing the function names, their 

                              status (calling/returning) and the time taken for it to do so.     

                             The table appears as


Using the horizontal and the vertical scroll bars, the user can view the complete table.

5.3.2.2.4.2 Stack Memory Table : gives a report of the stack variation chart. It displays a table with each status of the instrumented code and its stack level.

The table appears as

   

Using the vertical scroll bar, the user can view the complete table.

5.3.2.2.4.3 Heap Memory Table:  gives a textual report of the Heap variation chart. It displays a table with each status of the instrumented code and its heap level. The table appears as


                   Using the vertical scroll bar, the user can view the complete table.

5.3.2.2.4.4 Document Report: 

        HTML Format:  On clicking this, for all the textual reports, the 

         Documentation will be available in HTML format .The options appear as
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5.3.2.2.5. Analyzer: Click at this to close the dynamic analyzer.

5.3.2.2.6 View: The toolbar and the statusbar can be enabled/disabled by checking/

             Unchecking the respective options in the View menu.  

5.3.2.2.7 Window: Clicking on it will allow the following options for the arrangement 

               Of Windows.

· Cascade - will cascade all the opened windows.
· Tile – will arrange all the opened windows in a tiled format.
· It also gives a list of all opened windows.
5.3.2.2.8. Help:  It provides a brief detail about the menu.

Code Coverage

Code coverage tools measure how thoroughly tests exercise programs. Testers who read the source code while testing. It also describes coverage's relevance to the independent product tester (someone who doesn't look at the code) and to managers of developers and testers. For C Analyzer, we have implemented the following types of coverages.

Code coverage analysis is the process of: 

· Finding areas of a program not exercised by a set of test cases, 

· Creating additional test cases to increase coverage, and 

· Determining a quantitative measure of code coverage, which is an indirect measure of quality. 

An optional aspect of code coverage analysis is: 

· Identifying redundant test cases that do not increase coverage. 

Coverage Analysis – For C Analyzer

Statement Coverage

It is used to record which lines of code were executed. This type of coverage is usually called “statement coverage”. Statement coverage does not report whether loops reach their termination condition - only whether the loop body was executed. 

One argument in favor of statement coverage over other measures is that faults are evenly distributed through code; therefore the percentage of executable statements covered reflects the percentage of faults discovered. 

    Clicking at the Graph option, the Graph appears as
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· If the graph appears in the following page too, click on Next Page to view the same. One can get back to the previous page by clicking at the

Previous Page.

· Click at Close to close the graphical view.

Function Coverage


This measure reports whether you invoked each function or procedure. It is useful during preliminary testing to assure at least some coverage in all areas of the software. Broad, shallow testing finds gross deficiencies in a test suite quickly. Here we have to find out that how many functions are covered for a sample project.  Once we find out this, we can calculate the percentage of statements covered. 

                 Clicking at the Graph option, the Graph appears as
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· If the graph appears in the following page too, click on Next Page to view the same. One can get back to the previous page by clicking at the

Previous Page.

· Click at Close to close the graphical view.

Call Coverage 

This measure reports whether you executed each function call. The hypothesis is that faults commonly occur in interfaces between modules. 

           Clicking at the Graph option, the Graph appears as
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· If the graph appears in the following page too, click on Next Page to view the same. One can get back to the previous page by clicking at the

Previous Page.

· Click at Close to close the graphical view.

Decision Coverage

This measure reports whether Boolean expressions tested in control structures (such as the if-statement and while-statement) evaluated to both true and false. The entire Boolean expression is considered one true-or-false predicate regardless of whether it contains logical-and or logical-or operators. Additionally, this measure includes coverage of switch-statement cases, exception handlers, and interrupts handlers. 

Exhibits a table with all the textual metrics like no. Of decision statements in each program, no. Of decision statements executed in each function as shown below. -

            Clicking at the Graph option, the Graph appears as
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· If the graph appears in the following page too, click on Next Page to view the same. One can get back to the previous page by clicking at the

Previous Page.

· Click at Close to close the graphical view.

Data Coverage


This variation of path coverage considers only the sub-paths from variable assignments to subsequent references of the variables. 

The advantage of this measure is the paths reported have direct relevance to the way the program handles data. One disadvantage is that this measure does not include decision coverage. Another disadvantage is complexity. Researchers have proposed numerous variations, all of which increase the complexity of this measure. For example, variations distinguish between the use of a variable in a computation versus a use in a decision, and between local and global variables. As with data flow analysis for code optimization, pointers also present problems. 

             Clicking at the Graph option, the Graph appears as
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· If the graph appears in the following page too, click on Next Page to view the same. One can get back to the previous page by clicking at the

Previous Page.

· Click at Close to close the graphical view.

Coverage Analysis – For Cpp Analyzer

Function Coverage


This measure reports whether you invoked each function or procedure. It is useful during preliminary testing to assure at least some coverage in all areas of the software. Broad, shallow testing finds gross deficiencies in a test suite quickly. 

            Clicking at the Graph option, the Graph appears as
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· If the graph appears in the following page too, click on Next Page to view the same. One can get back to the previous page by clicking at the

Previous Page.

· Click at Close to close the graphical view.

Statement Coverage: -


A simple one is to record which lines of code were executed. If a line has never been executed, it's a safe bet you didn't catch any bugs lurking in it. This type of coverage is usually called “statement coverage”.

This measure reports whether each executable statement is encountered. Statement coverage does not report whether loops reach their termination condition - only whether the loop body was executed. 

               Clicking at the Graph option, the Graph appears as
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· If the graph appears in the following page too, click on Next Page to view the same. One can get back to the previous page by clicking at the

Previous Page.

· Click at Close to close the graphical view.

Decision Coverage

This measure reports whether Boolean expressions tested in control structures (such as the if-statement and while-statement) evaluated to both true and false. The entire Boolean expression is considered one true-or-false predicate regardless of whether it contains logical-and or logical-or operators. Additionally, this measure includes coverage of switch-statement cases, exception handlers, and interrupts handlers. 

              Clicking at the Graph option, the Graph appears as
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· If the graph appears in the following page too, click on Next Page to view the same. One can get back to the previous page by clicking at the

Previous Page.

· Click at Close to close the graphical view.

Inheritance Coverage: -

Inheritance context coverage is not a single metric, but rather a way of extending the Interpretation of (any of) the traditional structural coverage metrics to take into

Account the additional interactions, which occur when methods are inherited.

Inheritance context coverage provides alternative metric definitions, which consider

The levels of coverage achieved in the context of each class as separate measurements.

The inheritance context definitions regard execution of the routine in the context of
the base class as separate from execution of the routine in the context of a derived

class. 
Clicking at the Graph option, the Graph appears as
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6.Notes 

    Not applicable







PAGE  
     Newtech Software, Bangalore 
59
Feb, 2004


_1138027196

_1184836599

_1184836679

_1188805621

_1188730538

_1184836639

_1184836545

_1184836452

_1138026110

_1138027011

_1138026020

